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# [15 Point] Simple TCP Socket

|  |
| --- |
| **[1] Screenshot of the modified tcpServer.go** |
| Modified code tcpServer .go |

|  |
| --- |
| **[1] Screenshot of the modified tcpClient.go** |
| Modified code tcpClient.go |

|  |
| --- |
| **[5] Screenshot for activity number 3** |
|  |

|  |
| --- |
| **[8] Answer the result for activity number 4** |
| Things that I could find from the observation has 3 main things:   1. Changing the SERVER\_PORT will change which PORT it will run on. It will be important to have a fixed PORT because inconsistent PORT will cause client not able to make a connection with our server in TCP. 2. In our server, the TCP server, first thing it does is to accept connection on the client that ask for the connection first, in this case its Client A. When Client B ran, and ask for connection in TCP, it does not process (doesn’t mean it’s rejected) connection from B. 3. Continuing from step 2, main reason for that to happened is that TCP uses a **three-way handshake** to establish connection between 2 hosts. This handshake involves steps like SYN (Synchronize) and ACK (acknowledge). When the connection is established, TCP closes connection that open, then wait until a connection become available before incoming request could be processed.   Basically what happened is that when connection from client B try to make input, it will keep waiting until connection from client A is finished (by stopping or inputting a result). This happened because TCP works on a single thread so only one connection can be established. There are connection agreement in TCP.  So what happened is that TCP create a new socket for server to communicate with the client. TCP also provides reliable, byte stream transter (“pipe”).  Bonus: TCP will immediately close down when the server wasn’t ran. |

# [15 Point] Simple UDP Socket

|  |
| --- |
| **[1] Screenshot of the modified udpServer.go** |
| Modified code udpServer.go |

|  |
| --- |
| **[1] Screenshot of the modified udpClient.go** |
| Modified code udpClient.go |

|  |
| --- |
| **[5] Screenshot for activity number 3** |
|  |

|  |
| --- |
| **[8] Answer the result for activity number 4** |
| There are some observation that I find while trying to do the UDP assignment:   1. As I said previously, SERVER\_PORT will decide which port the server is gonna run on. 2. Using “localhost”, is the same as using “127.0.0.1” because they are equivalent. 3. In UDP socket programming, when one client (Client B) tries to access the server and another client (Client A) tries to access the server as well, it did not need to wait for the server to finish the first client process. In this case, when Client A input the text, it immediately processed by the server without the need for client B to be finished.   For Client A, UDP also sent back response of being connected after they input the text different from TCP where TPC sent back response of being connected when TCP client ran. This means that UDP doesn’t use a three way handshake because they are connectionless protocol, which means, they do not maintain a dedicated connection towards a server.  This is why UDP is often referred as “fire-and-forget” because there are no connection agreement.  Hence, UDP transmitted data in an unreliable way between the client to the server in a group of bytes (“datagrams”)  I also found an intriguing thing about UDP while trying to connect to a server. If I ran the udpClient, it did not immediately close down. This is proving that UDP doesn’t have to make a connection agreement to the server. |

# [30 Point] Sockets with Concurrency

|  |
| --- |
| **[3] Screenshot for activity number 1** |
|  |

|  |
| --- |
| **[3] Screenshot for activity number 2** |
|  |

|  |
| --- |
| **[8] Answer the result for activity number 3a** |
| There are difference that I found during doing activity 3 in TCP. I noticed that if we tried to make 2 connection using TCP, unlike the first activity, when we tried to connect to second client (in this case Client B), it immediately received the connection from second client without the need of waiting the first client connection to be finished.  What happened in this case is TCP creates multiple sockets to handle concurrent connections. Each sockets will take request and give response without the need of depending to the other thread. This will lead to multiple request able to be process on TCP. In this case, when a new connection was made, a new socket is also made to handle another request. This new socket will be used to handle communication with the client.  In the code in **tcpServerConcurrency.go**, each socket will be handled by a goroutine to communicate with the client. |
|  |

|  |
| --- |
| **[8] Answer the result for activity number 3b** |
| In this activity, we can’t see anything different than the second activity. UDP will work as usual, if the we ran client 2 for udpClient, after that we ran client 1 and input the text. It will return exactly the same as activity 2 did. It will also give the same behaviour and the same output message as the activity 2.  The reason for this happened because UDP doesn’t make any connection between client and server, which is there is no handshaking. Because of that, we don’t have know whose going first in UDP, because whoever write to the server first, will be the one that were processed first.  But this doesn’t mean that concurrency is useless, concurrency for UDP is still fine because UDP still uses single thread so if there was double input on the same time it could potentially dropped the packets. |

|  |
| --- |
| **[8] Answer the result for activity number 3c** |
| In this case I will chose to use TCP socket as the type. The reason for this is that TCP is known as reliable connection protocol that ensure the safety of the connection. What I meant by the safety is that, ensures the data that was received is the same order as the one that was sent. TCP also gives benefit such as error checking and correction that is good when transmitting sensitive information such as password. The connection then could be closed once authentication is successful to prevent unnecessary/dangerous request. Based on what I read on Internet, data that are transmitted using TCP socket could be encrypted, basically means that data that are being sent are secured. |

# [40 Point] Run the Servers and Clients Programs on Different Machines

|  |
| --- |
| **[20] Screenshot for activity number 1** |
| **Changing the tcpClient.go**    **Changing the udpClient.go**    **We don’t have to change the configuration in TCP&UDP Server with concurrency because the program will work as intended even though we didn’t change anything in TCP & UDP, this happened because the server accept request from the client without the need to authenticate/restricted us. Usually in a web server we could allow incoming request based on the hostname of the client. But in this case, we don’t have to change anything because it doesn’t have any restrictions on which client could request to the server**  **.** |

|  |
| --- |
| **[10] Screenshot for activity number 2** |
|  |

|  |
| --- |
| **[10] Screenshot for activity number 3** |
|  |